## 模拟面试题10（我亲自经历的面试题）

### 1. 排序

**冒泡排序**

class Solution:  
 def sortArray(self, nums: List[int]) -> List[int]:  
 flag = True  
 while flag:  
 flag = False  
 for i in range(len(nums)-1):  
 if nums[i] > nums[i+1]:  
 nums[i], nums[i+1] = nums[i+1], nums[i]  
 flag = True  
 return nums

**选择排序**

class Solution:  
 def sortArray(self, nums: List[int]) -> List[int]:  
 for i in range(len(nums)):  
 lowest\_index = i  
 for j in range(i+1, len(nums)):  
 if nums[j] < nums[lowest\_index]:  
 lowest\_index = j  
 nums[i], nums[lowest\_index] = nums[lowest\_index], nums[i]  
 return nums

**快速排序**

class Solution:  
 def sortArray(self, nums: List[int]) -> List[int]:  
 if len(nums) <= 1:   
 return nums   
 pivot = nums[len(nums) // 2]   
 left = [x for x in nums if x < pivot]   
 middle = [x for x in nums if x == pivot]   
 right = [x for x in nums if x > pivot]   
 return self.sortArray(left) + middle + self.sortArray(right)

class Solution:  
 def randomized\_partition(self, nums, l, r):  
 pivot = random.randint(l, r)  
 nums[pivot], nums[r] = nums[r], nums[pivot]  
 i = l - 1  
 for j in range(l, r):  
 if nums[j] < nums[r]:  
 i += 1  
 nums[j], nums[i] = nums[i], nums[j]  
 i += 1  
 nums[i], nums[r] = nums[r], nums[i]  
 return i  
  
 def randomized\_quicksort(self, nums, l, r):  
 if r - l <= 0:  
 return  
 mid = self.randomized\_partition(nums, l, r)  
 self.randomized\_quicksort(nums, l, mid - 1)  
 self.randomized\_quicksort(nums, mid + 1, r)  
  
 def sortArray(self, nums: List[int]) -> List[int]:  
 self.randomized\_quicksort(nums, 0, len(nums) - 1)  
 return nums

冒泡 稳定 选择 不稳定 插入 稳定
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